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1. Program Specification:  
     
   This program is reading given data inside text file and places each entry on the array list as a single string.  
   As a next step it checks for the conditions such as:  
     
   a) size of string, we are interested in string of a size between 6 and 8 which are the only ones valid for postal codes in the UK  
   b) if it matches a given pattern of symbols with pre-conditions such as:  
     
   AN\_NAA  
   ANN\_NAA  
   AAN\_NAA  
   AANN\_NAA  
   ANA\_NAA  
   AANA\_NAA  
     
   preconditions are such as that:  
     
   - The letters Q, V and X are not used **in the first position.**   
   - The letters I,J and Z are not used in **the second position**.   
   - The only letters to appear in **the third position** are A, B, C, D, E, F, G, H, J, K, S, T, U and W.  
   - The only letters to appear in **the fourth position** are A, B, E, H, M, N, P, R, V, W, X and Y.  
    - The second half of the postcode is always consistent **numeric, alpha, alpha** format and the letters C, I, K, M, O and V are never used.   
   - Postcodes should always be in BLOCK CAPITALS as the last line of an address. Do not underline the postcode or use any punctuation. Leave a clear space of one character between the two parts of the postcode and do not join the characters in any way  
     
   ref:  
   <http://www.datadictionary.nhs.uk/version2/data_dictionary/data_field_notes/p/postcode_de.asp?shownav=0>  
     
     
   Example of a working program:

|  |
| --- |
| This is program sorting UK post codes.  These are addresses to be validated:  [EH114DEN4 1BD, Y78 8HL, KL8M 9SR, J3 9XI, EL73 2BN, A8 6HN, R42 5DE, C1 8XU, EP8S 7LP, QH5B 5HR, I4A 7IQ, JR10 5PL, C8H 7AT, O59 1EB, N93 6MJ, V3F 4NO, NI8 1NI, Y3 8EV, G8D 9YN, RY4 2OC, B2 9GW, DU1E 1MO, X5A 2QS, A1D 1VC, Y3 6QS, R35 8QE, K1 1IY, O2G 2HN, N8P 7LO, FN3X 9XN, O2P 1MN, GL4 DE, 3H114DE, !!!&&&&, A6 3MA, M85 4BE, PO11 9GN, SD9 6YF, VY49 7YG, Y60 8SQ, XF9 2PA, T9J 5QG, L7U 9PL, EV25 7IK, QH11 2YP, Y93 4GD, PG51 3XA, IY11 2FI, P50 3VA, YC1 2DG, QS4K 3HT, BG3 3XV, RQ2V 9GI, E5A 6DQ, T6S 4OA, GL43 DE77, GL4DE, GL4 5FH]  Valid 6 characters long(with whitespace) addresses:  [J3 9XI, A8 6HN, C1 8XU, Y3 8EV, B2 9GW, Y3 6QS, K1 1IY, A6 3MA]  Valid 7 characters long(with whitespace) addresses:  [Y78 8HL, R42 5DE, I4A 7IQ, C8H 7AT, O59 1EB, N93 6MJ, V3F 4NO, NI8 1NI, G8D 9YN, RY4 2OC, X5A 2QS, A1D 1VC, R35 8QE, O2G 2HN, M85 4BE, SD9 6YF, Y60 8SQ, XF9 2PA, T9J 5QG, L7U 9PL, Y93 4GD, P50 3VA, YC1 2DG, BG3 3XV, E5A 6DQ, T6S 4OA, GL4 5FH]  Valid 8 characters long(with whitespace) addresses:  [KL8M 9SR, EL73 2BN, QH5B 5HR, JR10 5PL, DU1E 1MO, FN3X 9XN, PO11 9GN, VY49 7YG, EV25 7IK, QH11 2YP, PG51 3XA, IY11 2FI, RQ2V 9GI]  Invalid 6 characters long(with whitespace) addresses:  [GL4 DE]  Invalid 7 characters long(with whitespace) addresses:  [N8P 7LO, O2P 1MN, 3H114DE, !!!&&&&]  Invalid 8 characters long(with whitespace) addresses:  [EP8S 7LP, QS4K 3HT]  Other invalid strings:  [EH114DEN4 1BD, GL43 DE77, GL4DE]  These are all valid addresses:  [J3 9XI, A8 6HN, C1 8XU, Y3 8EV, B2 9GW, Y3 6QS, K1 1IY, A6 3MA, Y78 8HL, R42 5DE, I4A 7IQ, C8H 7AT, O59 1EB, N93 6MJ, V3F 4NO, NI8 1NI, G8D 9YN, RY4 2OC, X5A 2QS, A1D 1VC, R35 8QE, O2G 2HN, M85 4BE, SD9 6YF, Y60 8SQ, XF9 2PA, T9J 5QG, L7U 9PL, Y93 4GD, P50 3VA, YC1 2DG, BG3 3XV, E5A 6DQ, T6S 4OA, GL4 5FH, KL8M 9SR, EL73 2BN, QH5B 5HR, JR10 5PL, DU1E 1MO, FN3X 9XN, PO11 9GN, VY49 7YG, EV25 7IK, QH11 2YP, PG51 3XA, IY11 2FI, RQ2V 9GI]  BUILD SUCCESSFUL (total time: 0 seconds) |

1. Code Listing:

2.1 Main program:

|  |
| --- |
| package sortingpostcodes;  import java.util.ArrayList;  /\*\*  \*  \* @author ec1401916  \*/  public class SortingPostcodes  {  public static void main(String[] args)  {  //global variables  ArrayList<String> addressesread = new ArrayList<>();  ArrayList<String> valid = new ArrayList<>();  ArrayList<String> invalid = new ArrayList<>();    System.out.println("This is program sorting UK post codes.");  ReadTokens readem = new ReadTokens();  System.out.println("");    //read addresses from the txt file  readem.reading(addressesread);        //readem.validator(addressesread);    System.out.println("These are addresses to be validated: ");  System.out.println(addressesread);  System.out.println("");    //begin validation  readem.validate(addressesread, valid, invalid);      }  } |

2.2 ReadToken Class:

|  |
| --- |
| package sortingpostcodes;  import java.io.BufferedReader;  import java.io.File;  import java.io.FileReader;  import java.io.IOException;  import java.util.ArrayList;  import java.util.StringTokenizer;  import java.util.regex.\*;  /\*\*  \*  \* @author ec1401916  \*/  public class ReadTokens  {  //global variables  private ArrayList<String> addresses = new ArrayList<>();  private ArrayList<String> valid = new ArrayList<>();  private ArrayList<String> invalid = new ArrayList<>();    private ArrayList<String> ListOfAddresses = new ArrayList<>();      //this method reads tokens from the txt file and puts them to the arraylist  public ArrayList<String> reading(ArrayList<String> addresses)  {  try  {  File myFile = new File("postcodes1.txt");  FileReader fr = new FileReader(myFile);  BufferedReader br = new BufferedReader(fr);  String line = null;    while((line=br.readLine())!=null)  {    StringTokenizer st = new StringTokenizer(line,"");  int tokens = st.countTokens();    while(st.hasMoreTokens())  {  addresses.add(st.nextToken());  }  }      br.close();  }    catch(IOException e)  {  System.out.println("An unknown IO Error has occured");  }    return addresses;  }      public ArrayList<String> validate (ArrayList<String> addressesread, ArrayList<String> valid, ArrayList<String> invalid)  {    ArrayList<String> valid6 = new ArrayList<>();  ArrayList<String> valid7 = new ArrayList<>();  ArrayList<String> valid8 = new ArrayList<>();    ArrayList<String> invalid6 = new ArrayList<>();  ArrayList<String> invalid7 = new ArrayList<>();  ArrayList<String> invalid8 = new ArrayList<>();  //a single string length 6 with pattern instruction AN\_NAA  String strl6 ="^[^QVX[^0-9]][0-9][\\s][0-9][A-Z[^CIKMOV]]{2}$";  //a single string length 7 with patterns: ANN\_NAA, AAN\_NAA, ANA\_NAA,  String strl7 ="^[A-Z[^QVX]][0-9[A-Z[^IJZ]]][A-H[JKSTUW]0-9][\\s][0-9][A-Z[^CIKMOV]]{2}$";  //a single string length 8 with patterns: AANN\_NAA, AANA\_NAA  String strl8 ="^[A-Z[^QVX]][A-Z[^IJZ]][0-9][0-9[ABEHMNPRVWXY]][\\s][0-9][A-Z[^CIKMOV]]{2}$";    //a single string from our arraylist  String tester=null;  int strlength=0;    //do check length function here    for(int i=0; i<addressesread.size();i++)  {  tester=addressesread.get(i);    if(tester.length()==6)  {  //if strlength = 6 do this:  Pattern p6 = Pattern.compile(strl6);    //checks for given pattern if it matches the string inside matcher  Matcher m6 = p6.matcher(tester);    //if pattern matches the matcher it will return 1  boolean check = m6.matches();  //forward string to the valid arraylist and get next string  if(check==true)  {  valid6.add(tester);  }  else  {  invalid6.add(tester);  }    }      else if(tester.length()==7)  {  //if strlength = 7 do this:  Pattern p7 = Pattern.compile(strl7);    //checks for given pattern if it matches the string inside matcher  Matcher m7 = p7.matcher(tester);    //if pattern matches the matcher it will return 1  boolean check = m7.matches();  //forward string to the valid arraylist and get next string  if(check==true)  {  valid7.add(tester);  }  else  {  invalid7.add(tester);  }  }    else if(tester.length()==8)  {  //if strlength = 8 do this:  Pattern p8 = Pattern.compile(strl8);    //checks for given pattern if it matches the string inside matcher  Matcher m8 = p8.matcher(tester);    //if pattern matches the matcher it will return 1  boolean check = m8.matches();  //forward string to the valid arraylist and get next string  if(check==true)  {  valid8.add(tester);  }  else  {  invalid8.add(tester);  }  }  else if(tester.length()>8||tester.length()<6)  {  invalid.add(tester);  }  else  {  invalid.add(tester);  }  }      System.out.println("Valid 6 characters long(with whitespace) addresses: ");  System.out.println(valid6);  System.out.println("Valid 7 characters long(with whitespace) addresses: ");  System.out.println(valid7);  System.out.println("Valid 8 characters long(with whitespace) addresses: ");  System.out.println(valid8);  System.out.println("");    System.out.println("Invalid 6 characters long(with whitespace) addresses: ");  System.out.println(invalid6);  System.out.println("Invalid 7 characters long(with whitespace) addresses: ");  System.out.println(invalid7);  System.out.println("Invalid 8 characters long(with whitespace) addresses: ");  System.out.println(invalid8);  System.out.println("Other invalid strings: ");  System.out.println(invalid);  System.out.println("");  valid.addAll(valid6);  valid.addAll(valid7);  valid.addAll(valid8);    System.out.println("These are all valid addresses:");  System.out.println(valid);    return null;  }  } |

1. Test strategy:  
     
   To develop and later perform a post code test validation we can write a conditional logics table which will be a logical sum, resulting in TRUE condition, of all characters inside a string as an example for string length = 6 we can write:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| First | Second | Third | Fourth | Fifth | Sixth | Result |
| ^QVX[^0-9] | 0-9 | [\\s](file:///\\s) | 0-9 | A-Z[^CIKMOV] | A-Z[^CIKMOV] |  |
| Is not QVX and not a digit | Is a digit | Is a white space | Is a digit | Is between A-Z and not CIKMOV | Is between A-Z and not CIKMOV | TRUE |
| A | 9 |  | 3 | L | R | TRUE |
| Logical true/false: | | | | | | |
| 1 | 1 | 1 | 1 | 1 | 1 | 1 |
|  | | | | | | |
| A | 8 |  | 6 | H | N | TRUE |
| Logical true/false: | | | | | | |
| 1 | 1 | 1 | 1 | 1 | 1 | 1 |
|  | | | | | | |
| G | L | 4 |  | D | E | FALSE |
| Logical true/false: | | | | | | |
| 1 | 0 | 0 | 0 | 1 | 1 | 0 |

Using regular expression in Java we can create a pattern which will perform a simple Boolean operation resulting in the same as the above table shows, and this is what I was looking for in my program.  
  
How to read the patterns shown below:  
  
**A** – alphabetic character  
**N** – single digit from 0 to 9  
**\\s** – single white space character  
**^**…**$** – start and the end of a string  
[…]{2} – condition valid for the next two characters  
  
**^** – logical negation

![\begin{array}{|c|c|}  \hline p &  \sim p \\ \hline 1&0 \\ \hline 0&1 \\ \hline \end{array}](data:image/png;base64,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)  
  
  
  
**[**…**]** – logical alternative if used inside another group of characters […[…]]

![\begin{array}{|c|c|c|}  \hline p &  q & p \vee q  \\ \hline 1&1&1 \\ \hline 1&0&1 \\ \hline 0&1&1 \\ \hline 0&0&0 \\ \hline\end{array}](data:image/png;base64,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)  
  
**A-Z0-9** – logical conjunction  
  
![\begin{array}{|c|c|c|}  \hline 
p &  q & p  \wedge  q  \\ \hline 
1&1&1 \\ \hline 
1&0&0 \\ \hline 
0&1&0 \\ \hline 
0&0&0 \\ \hline
\end{array}](data:image/png;base64,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)  
  
  
Single string length of 6 with pattern instance of: AN\_NAA

**^[^QVX[^0-9]] [0-9] [\\s] [0-9] [A-Z[^CIKMOV]]{2}$**

Single string length of 7 with patterns: ANN\_NAA, AAN\_NAA, ANA\_NAA,

**^[A-Z[^QVX]] [0-9[A-Z[^IJZ]]] [A-H[JKSTUW]0-9] [\\s] [0-9] [A-Z[^CIKMOV]]{2}$**

Single string length of 8 with patterns: AANN\_NAA, AANA\_NAA

**^[A-Z[^QVX]] [A-Z[^IJZ]] [0-9] [0-9[ABEHMNPRVWXY]] [\\s] [0-9] [A-Z[^CIKMOV]]{2}$**

Test results (from program output):

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Test name - String type:** | **Expected** | **Output** | **Comments:** | **Date** |
| 6 character long | AN\_NAA  with all preconditions being true | [J3 9XI, A8 6HN, C1 8XU, Y3 8EV, B2 9GW, Y3 6QS, K1 1IY, A6 3MA] | Program found these postal codes as presented, there were no exceptions or unexpected results during run - PASS | 12/01/2016 |
| Invalid 6 character long: | AN\_NAA  with some/all preconditions being false | [GL4 DE] | PASS | 12/01/2016 |
| 7 character long | ANN\_NAA, AAN\_NAA, ANA\_NAA  with all preconditions being true | [Y78 8HL, R42 5DE, I4A 7IQ, C8H 7AT, O59 1EB, N93 6MJ, V3F 4NO, NI8 1NI, G8D 9YN, RY4 2OC, X5A 2QS, A1D 1VC, R35 8QE, O2G 2HN, M85 4BE, SD9 6YF, Y60 8SQ, XF9 2PA, T9J 5QG, L7U 9PL, Y93 4GD, P50 3VA, YC1 2DG, BG3 3XV, E5A 6DQ, T6S 4OA, GL4 5FH] | PASS | 12/01/2016 |
| Invalid 7 character long: | ANN\_NAA, AAN\_NAA, ANA\_NAA  with some/all preconditions being false | [N8P 7LO, O2P 1MN, 3H114DE, !!!&&&&] | PASS | 12/01/2016 |
| 8 character long | AANN\_NAA, AANA\_NAA  with all preconditions being true | [KL8M 9SR, EL73 2BN, QH5B 5HR, JR10 5PL, DU1E 1MO, FN3X 9XN, PO11 9GN, VY49 7YG, EV25 7IK, QH11 2YP, PG51 3XA, IY11 2FI, RQ2V 9GI] | PASS | 12/01/2016 |
| Invalid 8 character long: | AANN\_NAA, AANA\_NAA  with some/all preconditions being false | [EP8S 7LP, QS4K 3HT] | PASS | 12/01/2016 |
| Other invalid | String length<6 and >8 | [EH114DEN4 1BD, GL43 DE77, GL4DE] | PASS | 12/01/2016 |
| Text file missing | File not found | This is program sorting UK post codes.  An unknown IO Error has occured or file not found!  BUILD SUCCESSFUL (total time: 0 seconds) | PASS | 12/01/2016 |